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**Abstract:**

This project aims to simulate an airplane queue in an airports management system by writing a program that includes two classes, an Airplane class and a DEQ class, in addition to the main function titled Simulation Program. In the simulation, only one runway exists where airplanes have to wait for permission to land until the airplane ahead of them in the linked list created by the DEQ class is done with servicing. To make the program more realistic, the urgency of the landing of a specific plane was taken into consideration so that an airplane that is marked as urgent would be prioritized in the linked list as if it is a priority queue. Most of the attributes of the plane and the probability of having a plane arriving at a specific time were computed by random functions which makes the topic of randomized variables the main investigation of this study. Moreover, it is observed how differently a randomized variable is generated when the rand and srand functions are changed. It is also discussed how different values of randomized variables affect other variables and the simulation itself during runtime.
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**1. Introduction**

Queues are essential to the workings of multiple institutions and especially airports. As a plane is about to descend into the runway, it needs to be given permission to land based on the capacity of the runway. It then needs to be added to a queue as it descends so that it can wait to be serviced by a crew according to its position in the queue. Therefore, this project aims to create an airplane queue simulation program for an airport that replicates the intricate and precise workings of a queue regulated by airport management. To create this simulation, reference to object oriented programming, random generating functions, writing and accessing files will be presented. Since an original approach was taken to object oriented programming, an investigation of randomized probabilities and its effect on other randomized functions will also be discussed.

**2. Problem Definition**

* There exists only one runway to handle all airplanes.
* The simulation operates as if according to a ticking clock.
* Arrival time is randomized, meaning that there is a random chance of arrival for each plane.
* Airplanes placed in a DEQ upon arrival.
* Airplane will have to wait based on its order in the queue and the time it takes to service all the planes before it.
* The time taken to service the plane will depend on the number of passengers it has and the current weather in the simulation.
* If a plane is urgent, it should be prioritized in the DEQ. In the case of multiple urgent planes, they are processed according to the order of their arrival
* The program should calculate the overall average wait time, the total number of arrivals and the number of jobs that have not been processed before the simulation ended (Still in the deque)
* There is an option to run the simulation in a manner that replicates real time but with the minutes converted to seconds
* The log of arrivals and processing should be output to a file

**3. Methodology**

To tackle the problem definition of a simulation of a queue of airplanes, an object oriented program was implemented with two classes and a main function, namely DEQ, airplane and simulation program (the main function). The implementation of the functions and the relationships between the classes can be found in the appendices in code and UML formats.

Each of the two classes, Airplane and DEQ resolve a different issue in the problem definition. The Airplane class includes the attributes or the variables that define the plane (such as the ID, number of passengers, etc..) and the functions that set and get these attributes so that they can be accessed by other classes in addition to a function that prints the information of airplanes. Meanwhile, the DEQ class creates pointers of type Airplane in order to create a linked list. These pointers include a pointer to the front of the linked list and its rear. The functions in DEQ therefore implement the linked list by including functions such as “add” to front and rear and “remove” from front and rear. The nodes of the linked list are moreover of type airplane so that each node includes all the attributes associated with the airplane.

To replicate a queue, airplanes are added from the rear when they land and removed from the front when they are serviced. Yet, some airplanes were made to be added from the front if they are labeled as urgent, which is a boolean variable in the Airplane class. A random generating function was also applied here in class Airplane to set the urgent variable where the variable is set to be true if the randomized variable was equal to one, out of 10 possible numbers (10%).

As for the main function of the program, “Simulation Program”, it pieces the previous two classes together by calling each of the functions in those classes when suitable,and calls new airplanes when they arrive and adds them to the queue. It calculates the wait time for each airplane in the queue, and generates random weather conditions 4 times every day, calculating the service time of each plane based on the weather and the number of passengers that it has. Additionally, it simulates the time for the program to make it run as if it is a shorter replica of a real-time program by including functions that read and write the simulation time input by the user.

To make our program more comparable with the ones used inside airports, we had to find a function to have a delay after every loop new release to make our application simulate the program as if in real time. After some research, we discovered the sleep\_for() feature in C++ , which lets in a thread to stop its execution for a time frame. This characteristic is essential to make certain that our application will now maintain the output without any pause. It takes a length parameter, which may be specified in one-of-a-kind time gadgets along with seconds, milliseconds, and microseconds. Sleep\_for() is generally used in situations where the program have to wait a positive amount of time before executing the next event; For example, in a time-based totally utility which include an Airplane Queue line, sleep\_for may be used to simulate the ready time earlier than a plane may be served.\

**4. Data Specifications**

While the simulation is running, some variables associated with duration and some attributes of the airplane were input into the functions either by the user or by a random generated function. The duration of the simulation program (in hh:mm or h:mm format) was input by the user at the beginning of the simulation so that the program can replicate the workings of an airport system as if it is running for this certain amount of time, and the user is asked to input the character ‘Y’ for a real time simulation, or anything else otherwise.

As for other variables, they were generated by random functions. First, two separate variables were generated, an R variable using a random function, and the probability of arrival of an airplanes. Both these variables were either passed or returned to a function that first checks if the R value is less than the probability of arrival. If the condition is true, a plane is arriving; else, no plane is arriving currently. This method of inputting the data regarding the arrival of the airplane was implemented this way so that the arrival of airplanes can be more spaced out so that each airplane would not have to wait a long time to be serviced. After comparing the two variables during the if statement, other variables were computed if the probability indicates that a plane will land. Other attributes that define an airplane in the Airplane class, such as the number of passengers, the weather and the plane ID were also generated by randomized functions. These randomized variables additionally helped create another variable which is the service time that depended on the number of passengers and the weather which changes every six hours.

**5. Experimental Results**

During the generation of the randomized variables,it is important to note here how the srand functions were seeded as this influenced the probability of an airplane arriving at certain times and thus other variables such as the waiting time. The seeding of the srand function was experimented with to observe which seeding presents the most realistic probability of planes arriving. This means that we searched for the most appropriate seeding so that not all planes arrive right after each other and then have a lot of low time in between. The most realistic seeding for this was srand(time(NULL + timeofDay)) where timeofDay is equal to the clockTime, or the time since the simulation started running, added to the time the simulation was started. Nullifying the seed directly would guarantee that each set of random numbers would be different as this makes the function vary according to the internal clock of the compiler. However, as our program runs in a very short time, this variation is not enough to produce a range of different variables. Thus, srand(time(NULL)) was not the best seeding method to generate different random numbers during runtime. Another seeding method was experimented with and that was srand(time(timeofDay)). Although this method provided different results during runtime, the same results would be repeated when the simulation was closed and another one was started. This was because the variable clockTime would reset to 0 after the end of each simulation. After experimenting a last time with srand(time(NULL+timeofDay)), it was concluded that each set of random numbers generated after this seeding would be unique. The addition of the NULL to the timeofDay would guarantee that each randomized variable is unique within the runtime program and when we start a new simulation.

We have also attempted to control the probability of arrival, which is achieved by generating a random variable R and comparing it to another variable (probabilityofArrival), which we sometimes tried to vary and sometimes kept constant. This was to control the chances of arrival so that airplanes would not arrive every single time the function was called, but only if (R<probability). However the numbers generated were completely random with too many outliers, and after much experimentation (we did not document most of it due to time constraints), we decided that this is an advanced issue that needed more time and focus.

**Some of the experimentations**

float R = rand() / float(rand()%32767);
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Fig. 1: when

| Mean | 0.339045 |
| --- | --- |
| Median | 0.339045 |
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| Mean | 0.7555325 |
| --- | --- |
| Median | 0.7555325 |

float R = rand() / float(32767);
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| Max | 0.315744 |
| --- | --- |
| Min | 0.305887 |
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| Max | 0.433332 |
| --- | --- |
| Min | 0.333781 |

**float R = rand() / float(rand() % 35000);**

**Probability= 1/rand() % 6;**
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**![](data:image/png;base64,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)**

**6. Analysis and Critique**

Although the randomized R value that predicts if an airplane will be arriving at a specific point in time was experimented with in order to determine when it would give the most randomly distributed range of values, the variables generated were often not varied enough. This meant that sometimes a lot of airplanes arrived right after each other and sometimes a long time was spent without a plane arriving. This was an issue that we were unable to resolve, and also meant that we were unable to implement the function timeStatusChange, which was supposed to simulate the prime and low times of the program during preset periods: Prime (12-4pm), Low (2-6am,), and change the probability of arrival accordingly, yet it required a high degree of being able to maneuver the probabilities, which we did not have. Therefore we have decided to output the number of total airplanes and the number of airplanes that were serviced at the end of the simulation run in order to be able to get a general idea of the problem, hopefully to be able to fix it later on.

**7. Conclusion**

Overall, the problem definition was implemented effectively using two classes and a main function. However, the range of the randomized variable needed further experimentation in order to receive more accurate results during the simulation which will enhance the implementation.

**References**

1. <https://stackoverflow.com/questions/12885356/random-numbers-with-different-probabilities#:~:text=You%20can%20easily%20implement%20this,for%20any%20probability%20you%20want>.
2. <https://stackoverflow.com/questions/27295655/generating-different-random-number-in-second-call>
3. <https://stackoverflow.com/questions/7343833/srand-why-call-it-only-once#:~:text=srand%20seeds%20the%20pseudorandom%20number,will%20restart%20the%20same%20sequence>.
4. <https://stackoverflow.com/questions/19921601/random-function-each-time-called-in-c>
5. <https://www.geeksforgeeks.org/csv-file-management-using-c/>

**Appendix: Listing of all Implementation Codes**

**Simulation Program.cpp**

#include <iostream>

#include <cstring>

#include <string>

#include <cstdlib>

#include <ctime>

#include <random>

#include <fstream>

#include <chrono>

#include <thread>

#include "DEQ.h"

#include "DEQ.cpp"

using namespace std;

//global variables

string stime, DayBegin = "6:00"; DEQ line; //bool Prime, Low;

int simTime, timeofDay, clockTime = 0, timeTillService = 0, jobCount = 0, jobTotal = 0, waitTotal = 0;

enum Weather { Sunny, Rainy, Windy, Stormy }; Weather currentWeather; int weatherFactor;

ofstream write("Log.txt", ios::app);

ofstream test("result.csv", std::ios::out | std::ios::app);

//Prototypes

//returns a random value for arrival time, range varies depending on time of the day

int generateArrivalAverage();

//

////generates a random double

float generateRandFloat();

//generates random probability of plane arrival range varies depending on time of the day

//bool generateProbability();

//reads a string time in hh:mm and returns minutes

int readTime(string);

//reads minutes and returns time -> will write later then implement in other functions

string writeTime(int);

//validates that the entered time is correct -> will write later then implement in other functions

void validateTime(string&);

//tests if a plane has arrived and can be entered into the landing

void Arrived(float);

//test if a plane can be serviced

void canService();

//returns true if there is a plane to dequeue, sets its wait time and updates waitTotal and jobCount. Returns false if DEQ is empty

// Calculates the landing time of an airplane based on weather and number of passengers

int calculateLandingTime(Airplane\*);

// Displays the time and weather of the airport

void displayWeather();

// Generates a random weather condition

void generateWeather();

//Prime or Low Time based on current time of day

//bool changeTimeStatus();

void writeToLog(Airplane);

int main()

{

cout << "Welcome to Airport Simulator\n\nDay Begins at " << DayBegin << "\n\nPlease Enter Simulation Duration in hh:mm or h:mm format: ";

cin >> stime;

validateTime(stime);

char real = 'N'; cout << "For Real Time Simulation, Enter the Character 'Y': "; cin >> real;

ofstream clear("Log.txt");

cout << "\n\nSimulation Start\n";

for (int i = 0;i < 30;i++) cout << "---";

clear << "Simulation Start\n"; clear.close();

for (int i = 0;i < 30;i++) write << "---";

write << "\n\n";

//convert to minutes

simTime = readTime(stime);

int averageTime;

float probability = float(1) / generateArrivalAverage();

timeofDay = readTime(DayBegin);

generateWeather();

//if (changeTimeStatus()) probability = float(1) / generateArrivalAverage();

if (real=='Y') {

for (clockTime; clockTime < simTime;clockTime++)

{

timeofDay++;

//if we reached 24:00

if (timeofDay == 1440)

{

timeofDay = 0;

simTime -= clockTime;

clockTime = 0;

}

//if (changeTimeStatus()) probability = float(1) / generateArrivalAverage();

if (timeofDay % 360 == 0) generateWeather();

Arrived(probability);

canService();

if (timeTillService > 0) timeTillService--;

cout << "Current Time: " << writeTime(timeofDay) << "\t Runway Status: ";

if (timeTillService == 0) cout << "Free \r"; else cout << "Occupied\r";

std::this\_thread::sleep\_for(std::chrono::milliseconds(1000));

}

}

else {

for (clockTime; clockTime < simTime;clockTime++)

{

timeofDay++;

//if we reached 24:00

if (timeofDay == 1440)

{

timeofDay = 0;

simTime -= clockTime;

clockTime = 0;

}

//if (changeTimeStatus()) probability = float(1) / generateArrivalAverage();

if (timeofDay % 360 == 0) generateWeather();

Arrived(probability);

canService();

if (timeTillService > 0) timeTillService--;

}

}

cout << endl;

for (int i = 0;i < 30;i++) cout << "---";

cout << "\nSimulation complete\n";

for (int i = 0;i < 30;i++) write << "---";

write << "\nsimulation complete\n";

if (jobCount != 0)

{

averageTime = waitTotal / jobCount;

cout << "\nAverage wait time is " << writeTime(averageTime) << ". Total Airplanes: " << jobTotal << ". Airplanes not processed: " << jobTotal - jobCount << "\n\n";

write << "\nAverage wait time is " << writeTime(averageTime) << ". Total Airplanes: " << jobTotal << ". Airplanes not processed: " << jobTotal - jobCount << "\n\n";

}

else

{

cout << "\nNo jobs have been processed\n\n";

write << "\nNo jobs have been processed\n\n";

}

write.close();

test.close();

return 0;

}

int generateArrivalAverage()

{

int T; srand(time(NULL) + timeofDay);

//only works properly if we call srand in the function itself

/\*if (Prime) T = 5;

else if (Low) T = 20;

else T = 10;\*/

T = rand() % 6;

return T;

}

//Y! fix this, or not

float generateRandFloat()

{

//only works properly if we call srand in the function itself

srand(time(NULL) + timeofDay);

//Y! fix probability based on simTime

float T = rand() / float(rand() % 35000);

/\*float T = rand() / float(10000);\*/

/\*(rand() % 40000 + 10000)\*/

//int T = rand() % 5 + 1;

return T;

}

//bool generateProbability()

//{

// //vary based on time of day

// srand(clockTime);

// if (rand() % 100 < 10) return true;

// else return false;

//}

int readTime(string time)

{

int t;

string shr = "", smin = "";

bool colon = false;

for (int i = 0;i < time.length();i++) {

if (time.at(i) != ':' && colon == false) shr += time.at(i);

else if (time.at(i) == ':') colon = true;

else smin += time.at(i);

}

t = stoi(shr) \* 60 + stoi(smin);

return t;

}

string writeTime(int t)

{

string time = "";

if (t / 60 < 10) time = time + '0';

time += to\_string(t / 60) + ':';

if (t % 60 < 10) time = time + '0';

time += to\_string(t % 60);

return time;

}

void validateTime(string& time)

{

//to make sure minutes are not more than 59

if (time.length() == 4 && time.at(2) > (5 +'0'))

{

cout << "\nInvalid Minutes. Please re-enter: "; cin >> time;

}

else if (time.length() == 5 && time.at(3) > (5 + '0'))

{

cout << "\nInvalid Minutes. Please re-enter: "; cin >> time;

}

//to make sure string entered is in h:mm or hh:mm format

while (!(time.length() == 4 && time.at(1) == ':') && time.length() != 5)

{

cout << "\nInvalid time format. Please re-enter: "; cin >> time;

}

}

void Arrived(float probability)

{

//if the probability allows for plane arrival

/\* if (generateProbability())\*/

//srand(clockTime);

float R = generateRandFloat();

probability = float(1) / generateArrivalAverage();

test << R <<", "<<probability << endl;

if ((R < probability))

{

//generates a new plane if arrived;

Airplane\* plane = new Airplane(timeofDay);

//sets arrival time with the current time: DayBegin+ClockTime

plane->setArrivalTime(writeTime(timeofDay));

plane->setServiceTime(calculateLandingTime(plane));

//adds plane to deque

line.addRear(plane);

jobTotal++;

//cout << "\nyes at " << writeTime(clockTime);

cout << "-->Airplane " << plane->getId() << " arrived. ";

if (plane->getUrgent()) cout << "Alert: Urgent Airplane->Moved to priority queue\n\n"; else cout << " \n\n";

}

return;

}

void canService()

{

//if the conditions are met for carrying out the service

if (timeTillService == 0 && !line.DEQisEmpty())

{

Airplane plane;

plane = line.removeFront();

int wt;

if (timeofDay < readTime(plane.getArrivalTime())) wt = 1440 + timeofDay - readTime(plane.getArrivalTime());

else wt = timeofDay - readTime(plane.getArrivalTime());

plane.setWaitTime(writeTime(wt));

waitTotal += wt;

jobCount++;

cout << "Start service: \n";

plane.print();

cout << "\nStarted Service at " << writeTime(timeofDay) << "\nWait Time Before Landing: " << plane.getWaitTime() << "\nEstimated Service Duration: " << writeTime(plane.getServiceTime()) << "\n\n";

writeToLog(plane);

timeTillService = plane.getServiceTime();

}

return;

}

int calculateLandingTime(Airplane\* plane) {

int passNum = plane->getPassNum();

return 10 \* (passNum / float(100)) \* weatherFactor + 2;

}

void generateWeather() {

srand(time(NULL) + timeofDay);

int r = rand() % 6;

switch (r) {

case 0:

case 1:

case 2: currentWeather = Sunny; weatherFactor = 1; break;

case 3: currentWeather = Rainy; weatherFactor = 1.25; break;

case 4: currentWeather = Windy; weatherFactor = 1.75; break;

case 5: currentWeather = Stormy; weatherFactor = 2;

}

displayWeather();

return;

}

void displayWeather() {

switch (currentWeather) {

case 0: cout << "\n\n[Weather Forecast Update] Sunny Conditions.\nEstimated Service Time is Normal\n\n"; return;

case 1: cout << "\n\n[Weather Forecast Update] Rainy Conditions.\n\*Warning: Estimated Service Time is Above Normal\*\n\n"; return;

case 2: cout << "\n\n[Weather Forecast Update] Windy Conditions.\n\*Warning: Estimated Service Time is Above Normal\*\n\n"; return;

case 3: cout << "\n\n[Weather Forecast Update] Stormy Conditions.\n\*Warning: Estimated Service Time is Above Normal\*\n\n"; return;

}

}

void writeToLog(Airplane plane)

{

if (!write.fail()) {

write << "\nAirplane ID: " << plane.getId() << "\nDeparture: " << plane.getDeparture() << "\nNumber of Passengers: " << plane.getPassNum() << "\nArrival Time; " << plane.getArrivalTime();

write << "\nStatus: ";

if (plane.getUrgent()) write << "Urgent\n"; else write << "Not Urgent\n";

write << "Started Service at " << writeTime(timeofDay) << "\nWait Time Before Landing: " << plane.getWaitTime() << "\nEstimated Service Duration: " << writeTime(plane.getServiceTime());

write << "\n\n\n";

}

else cout << "Failed to Open Log File to Write";

}

//bool changeTimeStatus() {

//

// //at 12 pm

// if (timeofDay == 720)

// {

// Prime = true;

// cout << "\n\n\*Warning: Entering Prime Time.\*\nFrequency of Airplane Arrival is Expected to Increase\n\n";

// return true;

// }

//

// //at 4 pm

// else if (timeofDay == 960)

// {

// Prime = false;

// cout << "\n\n\*Warning: Prime Time is Over.\*\nFrequency of Airplane Arrival is Expected to Go Back to Normal\n\n";

// return true;

// }

//

// //at 2 am

// else if (timeofDay == 120)

// {

// Low = true;

// cout << "\n\n\*Warning: Entering Low Time.\*\nFrequency of Airplane Arrival is Expected to Decrease\n\n";

// return true;

// }

//

// //at 6 am

// else if (timeofDay == 360)

// {

// Low = false;

// cout << "\n\*Warning: Low Time is Over. Frequency of Airplane Arrival is Expected to Go Back to Normal\n";

// return true;

// }

//

// return false;

//}

**Header: Airplane.h**

//Y: Added #pragma once to avoid class redefinition

#pragma once

#include <string>

#include <ctime>

#include <cstdlib>

#include <iostream>

#include <cstring>

using namespace std;

//Enumeration to represent the possible destinations

enum Country { Egypt, Kuwait, Saudia\_Arabia, UAE };

class Airplane {

private:

Country departure; // The departure country or airport

int passengerNum; // The number of passengers on the airplane

string id = ""; // The unique identifier for the airplane

string waittime; // The estimated wait time before landing

string arrivaltime; // The estimated arrival time

int serviceTime;

int t;

Airplane\* next = NULL; // A pointer to the next airplane in a linked list

bool urgent = false; // Whether the airplane has an urgent status

static int totalcount;

public:

// Default constructor

Airplane(int);

// Destructor

~Airplane();

// Setter function for the airplane's ID

void setId(string id);

// Getter function for the airplane's ID

string getId();

// Setter function for the airplane's departure country or airport

void setDeparture(string country);

// Getter function for the airplane's departure country or airport

string getDeparture();

// Setter function for the number of passengers on the airplane

void setPassNum(int w);

// Getter function for the number of passengers on the airplane

int getPassNum();

// Setter function for the pointer to the next airplane in a linked list

void setNext(Airplane\*);

// Getter function for the pointer to the next airplane in a linked list

Airplane\* getNext();

// Setter for WaitTime

void setWaitTime(string waittime);

//Getter for WaitTime

string getWaitTime();

// Setter for ArrivalTime

void setArrivalTime(string arrivaltime);

//Getter ArrivalTime

string getArrivalTime();

void setServiceTime(int);

int getServiceTime();

// Getter function for the airplane's urgent status

bool getUrgent();

static int getTotalAirplanes();

//Prints Airplane data

void print();

};

**Airplane.cpp**

#include "Airplane.h"

int Airplane::totalcount = 0;

Airplane::Airplane(int t=0) {

// Default constructor

//generate and set id here with ASCII

//generate and set departure;

/\*

string departure;

int passengerNum;

string id;

\*/

//play with ascii

srand(time(0)+t);

//id+= "B" + char(rand() % 25 + 65) + to\_string(rand() % 899 + 100);

id += "B";

id += char(rand() % 25 + 65);

id += to\_string(rand() % 899 + 100);

this->t = t;

passengerNum = rand() % 200 + 1;

int urg = rand() % 10; if (urg == 1) urgent = true;

totalcount++;

int r = rand() % 4;

switch (r)

{

case 0: departure = Egypt; break;

case 1: departure = Kuwait; break;

case 2: departure = Saudia\_Arabia; break;

case 3: departure = UAE ; break;

}

}

Airplane::~Airplane() {

// Destructor

}

//void Airplane::setId(std::string id) {

// this->id = id;

//}

std::string Airplane::getId() {

return this->id;

}

//void Airplane::setDeparture(std::string country) {

// this->departure = country;

//}

std::string Airplane::getDeparture() {

switch (departure)

{

case 0: return "Egypt";

case 1: return "Kuwait";

case 2: return "Saudia\_Arabia"; break;

case 3: return "UAE";

}

}

//void Airplane::setPassNum(int w) {

// this->passengerNum = w;

//}

int Airplane::getPassNum() {

return this->passengerNum;

}

void Airplane::setNext(Airplane\* n) {

this->next = n;

}

Airplane\* Airplane::getNext() {

return this->next;

}

void Airplane::setWaitTime(string waittime)

{

this->waittime = waittime;

}

string Airplane::getWaitTime() {

return waittime;

}

void Airplane::setArrivalTime(string arrivaltime) {

this->arrivaltime = arrivaltime;

}

string Airplane::getArrivalTime() {

return arrivaltime;

}

bool Airplane::getUrgent() {

//added unsigned int

srand(time(NULL)+t);

//it's gonna be an equal probability of urgent or non-urgent

//urgent shouldn't be that many

//so maybe one in every ten

return /\*this->\*/ urgent;

}

void Airplane::setServiceTime(int t)

{

serviceTime = t;

}

int Airplane::getServiceTime()

{

return serviceTime;

}

int Airplane::getTotalAirplanes() {

return totalcount;

}

void Airplane::print() {

// cout << "\nAirplane ID: " << getId() << endl;

// cout << "Departure: " << getDeparture() << endl;

// cout << "Number of Passengers: " << getPassNum() << endl;

// //cout << "Wait time before landing: " << getWaitTime() << endl;

//cout << "Arrival time: " << getArrivalTime() << endl;

cout << "Airplane ID: " << getId() << "\nDeparture: " << getDeparture() << "\nNumber of Passengers: " << getPassNum() << "\nArrival Time: " << getArrivalTime();

cout << "\nStatus: ";

if (urgent) cout << "Urgent"; else cout << "Not Urgent";

}

**Header :DEQ.h**

//Y: Added #pragma once to avoid class redefinition

#pragma once

#include <iostream>

#include "Airplane.h"

#include "Airplane.cpp"

using namespace std;

class DEQ{

private:

Airplane\* front;

Airplane\* rear;

int length;

public:

DEQ(){front=rear=NULL; length=0;} //

~DEQ() {

if (!DEQisEmpty())

{

Airplane\* prev = front;

while (front != NULL)

{

prev = front;

front = front->getNext();

delete prev;

}

}

}

//please add definition for the getlength function

int getDEQLength();

bool DEQisEmpty();

void addRear(Airplane\* node);//anyone of front/rear

void addFront(Airplane\* node);//

Airplane removeFront();//

Airplane removeRear();//

Airplane\* viewFront();

Airplane\* viewRear();

void viewQueue(Airplane\* node);

};

**DEQ.cpp**

#include "DEQ.h"

int DEQ::getDEQLength() { return length;}

bool DEQ::DEQisEmpty(){

if (length == 0)

return true;

else return false;

}

void DEQ::addFront(Airplane\* airplane){

if (DEQisEmpty()){

front=rear=airplane;

airplane->setNext(NULL);

}

else if (airplane->getUrgent()==true)

{

Airplane\* temp=front;

//temp->getNext() here is null. if the queue is all urgent or there is only 1 airplane

if (temp->getNext() == NULL)

{

if (temp->getUrgent() == true)

{

temp->setNext(airplane);

airplane->setNext(NULL);

rear = airplane;

}

else {

airplane->setNext(front);

front = airplane;

rear = temp;

}

}

else {

temp = front;

Airplane\* before = temp;

while (temp->getUrgent() == true)

{

before = temp;

temp = temp->getNext();

}

airplane->setNext(temp);

if (airplane->getNext() == NULL) rear = airplane;

if (temp != front)

before->setNext(airplane);

else front = airplane;

}

}

else {

airplane->setNext(front);

front=airplane;

}

length++;

}

Airplane DEQ::removeFront(){ //?

if(DEQisEmpty())

cout << "No airplanes currently" << endl;

else if (front->getNext()==NULL)

{

Airplane temp = \*front;

delete front;

front = NULL;

rear = NULL;

length--;

return temp; //return last item

}

else {

Airplane \*second, temp = \*front;

second = front->getNext();

delete front;

front = second;

length--;

return temp; //return last item

}

}

void DEQ::addRear(Airplane\* airplane){

if (airplane->getUrgent()==true)

{

addFront(airplane);

}

else if (DEQisEmpty()){

front=rear=airplane;

length++;

}

else {

rear->setNext(airplane);

rear=airplane;

length++;

}

}

Airplane DEQ::removeRear(){ //make a while loop until next is rear

Airplane\* temp;

Airplane\* temp1;

Airplane sendback;

if(DEQisEmpty())

cout << "No airplanes currently" << endl;

else if(front->getNext() == NULL) {

sendback = \*front;

delete front;

front = NULL;

length--;

return sendback;

}

else{

temp=front;

temp1 = temp;

while(temp->getNext() != NULL) {

temp1=temp;

temp=temp->getNext();

}

sendback = \*temp;

delete temp;

temp1->setNext(NULL);

length--;

return sendback;

}

}

Airplane\* DEQ::viewFront(){

if(DEQisEmpty())

cout << "No airplanes currently" << endl;

else

return front; //-> airplane name ?

}

Airplane\* DEQ::viewRear(){

if(DEQisEmpty())

cout << "No airplanes currently" << endl;

else

return rear; //-> airplane name ?

}

void DEQ::viewQueue(Airplane\* a){

cout << "\n\nBeginning of Queue" << endl;

while (a!=NULL){

a->print();

a=a->getNext();

}

cout << "End of Queue\n\n" << endl;

}